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Abstract 

Several studies reported the problem of high attrition and failure rates in computing schools. Many 

solutions were proposed and used to overcome these difficulties. The use of serious games for teaching 

computer programming was among the proposed solution. Several studies have reported the use of serious 

games and the benefits of using such educational method. However, different approaches can be applied 

when using serious games and no study compared the different approaches to find the best way for using 

serious games. This study compares two different approaches for using a serious game called Robocode 

for teaching computer programming. The study conducted an experiment with first year students taking 

introductory to programming course in three universities in Jordan. The results showed that using serious 

games for teaching computer programming through tutorials is the best approach. The results showed a 

significant improvement for using serious games through tutorials when compared to not using serious 

games at all. 

 

1. Introduction 

Technology has shaped and reformed almost 

every aspect of our life over the past decades. We 

are currently living in a digital world and 

Computer Science has a huge impact on this 

world. Thus, the demand on computer scientists 

is increasing to cope with the needs of this 

growing industry; however, computing faculties 

are facing major problems embodied by the high 

attrition rates and high failure rates Bennedsen 

and Caspersen (2019); Sithole, Chiyaka, 

McCarthy, Mupinga, Bucklein and Kibirige 

(2017); Dasuki and Quaye (2016); Swamidurai 

and Kannan (2016); Seyal, Mey, Matusin, Siau 

and Rahman (2015); Watson and Li (2014); 

Corney, Teague and Thomas (2010); Lu and 

Fletcher (2009); Gomes and Mendes (2007); 

Kinnunen and Malmi (2006); Beaubouef and 

Mason (2005). Simon, Luxton- Reilly, 

Ajanovski, Fouh, Gonsalvez, Leinonen, 

Parkinson, Poole and Thota (2019) "found that 

pass rates in introductory programming courses 

appear to average about 75%; that there is some 

evidence that they sit at the low end of the range 

of pass rates in introductory STEM courses.". 

Furthermore, Swamidurai and Kannan (2016) 

stated that the average failure rate at Alabama 

State University is about 30% to 35% and the 

failure rate of various computer programming 

courses are very high when compared to non-

programming courses. 

 

Computer Science majors have been facing a 

sharp decline in enrolment Ali (2009); 

Benokraitis, Bizot, Brown and Martens (2009). 

The Taulbee survey informed that about 50% 

fewer students entered Computer Science in 2007 

compared to 2000 Zweben (2008). The Taulbee 
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survey is a survey conducted yearly by the 

Computing Research Association to document 

trends in student enrolment and degree 

production in the United States and Canada 

universities that offers PhD in Computer Science, 

Computer Engineering or Information. The first 

increase in six years in enrolment for computing 

majors in the USA happened in 2008 with an 

increase of 6.2% compared to 2007 Zweben 

(2009). An increase for enrolments in computing 

majors has been reported each year by the 

Taulbee survey with the last survey reporting an 

increase by 11.4% in 2017 comparing to the 

previous year Zweben and Bizot (2017). The 

survey reports a decrease of 12% in the awarding 

of BSc degrees in computing majors in 2009 

compared to 2008 Zweben (2010). However, 

from 2010 to 2017 there was an increase in the 

awarding of the degrees. The increase of the 

awarding rate was expected because of the 

increase in the enrolments for the surveyed 

universities. But the survey does not report the 

attrition that occurs during the years. Moreover, 

the survey depends on the number of responses it 

receives. Each year, new universities are 

included in the survey and sometimes the 

previous universities can choose not to report. 

This makes the results inconsistent because some 

universities can simply not report to the survey 

when they have low enrolment or high failure 

rates. This can affect the results of the survey. 

 

In 2010/2011, Woodfield (2014) found that 

Computer Science was the discipline with the 

lowest continuation rate 

(91%), while students taking Computer Science 

formed 4.2% of the whole student body (67,847 

people) included in the study. Similarly, 

University of West England reported an 

extremely low continuation rate in all computing 

programs. In the 2010/2011 academic year, the 

continuation rate was 78% and 82% in 

2013/2014 Green, Plant and Chan (2016). 

Further, the study reported the retention or 

continuation rate for all the programs in the 

university between the years 2010 to 2015 and 

the continuation rate was more than 90% for all 

the years. Also, a study carried out by Talton, 

Peterson, Kamin, Israel and Al-Muhtadi (2006) 

stated that about 25% of the total number of 

entering freshmen have dropped out of the 

Computer Science program by the end of their 

first year from 1998 to 2003. The failure and 

dropout rates are high, mostly in the introductory 

computer programming courses Gomes and 

Mendes (2007). Beaubouef and Mason (2005) 

identified that there is about 30%-40% attrition 

rate for computing students and the vast majority 

of that occurs after the introductory to 

programming module. Also, Mcdowell, Werner, 

Bullock and Fernald (2006) stated that students 

change their majors after taking the first 

programming course in Computer Science. It has 

been shown that the problem occurs during the 

introductory to programming module, which 

leads to low continuation rate. Beaubouef and 

Mason (2005) connected the high attrition rate to 

poor advising, poorly planned labs, poor problem 

solving and math skills and the lack of practice 

and feedback. Moreover, some studies Manaris 

(2007); Beaubouef and Mason (2005) have stated 

that the complexity of the programming 

languages used in the introductory courses might 

be one of the factors affecting the attrition rate. 

Furthermore, Gomes and Mendes (2007) have 

highlighted the need for an increased amount of 

practice time and students’ engagement. 

 

1.1. Difficulties in teaching computer 

programming 

While investigating the high attrition rate in 

computing it has been found that computer 

programming attracted more interest over other 

Computer Science topics. Bergin and Reilly 

(2005) have confirmed the difficulties in learning 

computerprogrammingandhaveconcludedthatthi

scanresultinhighattritionandfailurerates. 
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According to Azadand Shubra (2010), the study 

estimated at least 25% of students drop the 

introductory to programming course because of 

the difficulty in learning computer programming. 

In the recent years, numerous studies have 

emerged to demonstrate that novice 

programmers have difficulties in learning 

Object-Oriented Programming (OOP) concepts 

Kunkle and Allen (2016); Biju (2012); 

Bennedsen and Caspersen (2007); Goosen and 

Pieterse (2005); Kelleher and Pausch (2005); 

Ragonis and Ben-Ari (2005); Hanks, Mcdowell, 

Draper and Krnjajic (2004); Robins, Rountree 

and Rountree (2003); Jenkins (2002). For 

example, students face several problems 

understanding classes, objects, recursion and 

inheritance Yan (2009). There are issues that 

emerge when teaching programming at an early 

stage, where students struggle with analyzing and 

designing of the code Papadopoulos and Tegos 

(2012); Dann, Cooper and Pausch (2000); Lopez, 

Whalley, Robbins and Lister (2008); Cooper and 

Pausch (2000). Further, students face difficulties 

because of the rigid programming syntax and the 

large amount of time required to assemble a 

simple output Olipas (2022); Sloan and Troy 

(2008); Wilson (2002). Moreover, Qian and 

Lehman (2017) expressed that students have 

difficulties in syntactic knowledge, conceptual 

knowledge, and strategic knowledge. 

 

1.2. Innovative ways of teaching 

programming 

 

Lately, there has been criticism of the traditional 

methods of teaching computer programming 

implying that they don’t allow students to apply 

their knowledge, which leads to a decrease in 

student retention. Queirós, Pinto and Terroso 

(2020); Bosse and Gerosa (2017) stated that 

teaching computer programming is a complex 

activity that requires a lot of practice and 

traditional teaching approaches have not been 

able to respond effectively. Moreover, Zhang, 

Zhang, Stafford and Zhang (2013b) reported that 

traditional and conventional teaching methods 

using static material such as books and slides no 

longer relevant and effective in teaching and 

learning of computer programming. Thus, Cheah 

(2019) elucidated that teaching material should 

be able to support spatial visualization by 

incorporating multimedia elements and 

interaction to explain the dynamic concept of 

programming. 

Several studies have claimed that academic 

advising, involvement and engagement, well-

prepared teaching material, student support 

services and learning experiences are vital for 

student retention Roberts and Styron (2011); 

Barker, McDowell and Kalahar (2009); Michael 

and Chen (2005). Further, Cheah (2020) 

highlighted four factors which contribute to the 

difficulties in teaching and learning computer 

programming, which are phases of programming 

stage, problem solving skills, ineffective 

pedagogy and personal traits and attitude. Also, 

lack of understanding during the early stage of 

computer programming is one of the main factors 

contributing to the failure to understand 

computer programming Piwek and Savage 

(2020); Savage and Piwek (2019); Bosse and 

Gerosa (2017). 

 

Thus, MacLean (2010) focused on the need for 

changing the introductory Computer Science 

courses teaching methods. Numerous proposed 

solutions were carried out. Some studies focused 

on students’ attendance and marks, such as the 

one carried out by Green et al. (2016). They 

developed a system to identify and track students 

at risk of failing for the aim of preventing it. 

Some studies developed systems like the one in 

the study by Gálvez, Guzmán and Conejo (2009). 

They developed an Object-Oriented 

Programming System (OOPS), which is a 

problem-solving environment, where students 
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can solve OOP exercises and get instant on-

demand feedback. Also, they used a web-based 

assessment system called SIETTE as a testing 

system to form their own blended e-learning 

approach. Other studies focused on improving 

the teachers’ methods of delivering 

lectures\lessons such as the proposed teaching 

workshops by Porter, Lee, Simon and Guzdial 

(2017), which aimed to show how to be an 

effective teacher. Furthermore, the use of pair 

programming in introductory courses was 

implemented to contribute to greater 

perseverance in computing majors Porter, 

Guzdial, Mcdowell and Simon (2013); Mcdowell 

et al. (2006). Pair programming targets the 

problem of low retention rates that is caused by 

the low percentage of students’ participation in 

activities. Sprint and Cook (2015), promoted 

group programming in a competition using decks 

of cards for questions. 

 

2. Serious games in teaching computer 

programming 

 

Serious games (SGs) have similar terms in the 

literature. Smith (2013) listed some of the 

popular terms, such as Educational Games, 

Edutainment, Simulation, Virtual Reality, Digital 

Game-Based Learning and Immersive Learning 

Simulations. The SGs studies are diverse in the 

literature and SGs have various definitions. Most 

of them describe and demonstrate SGs as 

interactive, entertaining, goal-focused and 

competitive Tobias and Fletcher (2007); Vogel 

and Wright (2006); E. and J. (1984). Abt (1970) 

provided one of the earliest definitions and 

descriptions of SGs, where SGs were described 

in these terms: “these games have an explicit and 

carefully thought-out educational purpose and 

are not intended to be played primarily for 

amusement. This doesn’t mean that serious 

games are not, or should not be, entertaining”. 

Alternative definitions for SGs are available in 

the literature such as Michael and Chen (2006) 

where they defined SGs as “a game in which 

education (in its various forms) is the primary 

goal, rather than entertainment”. SGs offer 

educational content to users in an enjoyable way 

by simulating scenarios which promote learning. 

There are various definitions for SGs and its 

different terms, but they all agree on the 

importance of the delivered educational impact. 

Moreover, the definitions highlight the 

importance of different characteristics that must 

be present in the SGs to engage, motivate and 

immerse the users such as entertainment and 

enjoyment. If a SG doesn’t engage or motivate 

the user in an interactive and entertaining way as 

a video game does, the user will not be immersed 

and focused while using the SG. Thus, the SG 

will fail to deliver its educational content to the 

user or the benefits of playing the game will be 

minimized. 

 

As a result, the Computer Science teachers are 

using SGs to stimulate students Ramabu, Sanders 

and Schoeman (2021); ndrew Luxton-Reilly, 

Becker, Ott, Simon, Giannakos, Paterson, 

Albluwi, Kumar, Scott, Sheard and Szabo 

(2018); Corral, Balcells, Estévez, Moreno and 

Ramos (2014); Malliarakis and Xinogalos 

(2014); Eagle and Barnes (2009); Barnes, 

Richter, Powell, Chaffin and Godwin (2007). 

 

3. Serious games usage and success 

factors 
 

Several factors affect the success of using 

simulation software and SGs in teaching. First, 

learning environment, which should be 

interactive, flexible and personalised Malliarakis 

and Mozelius (2015); regardless delivered 

through lectures, lab sessions or assignments 

Sun, Tsai, Finger, Chen and Yeh (2008). Teo 

(2014) stated that learning environment is a key 

factor that influences the success of using e-
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learning. Second, usage of space, the use of 

simulation software can overcome the problems 

associated with traditional learning related to 

space Navimipour and Zareie (2015); Tîrziu and 

Vrabie (2015);Wang (2014); Xu, Huang,Wang 

and Heales (2014). Third, students’ access, 

whether limited or unlimited. Simulation 

software and SGs deliver 24/7 access to learning 

materials, which has a massive influence on the 

success of the learning process Zareie and 

Navimipour (2016); Omar, Hassan and Atan 

(2012); Gunasekaran, McNeil and Shaul (2002). 

Fourth, staff contacts’ time, whether the use of 

simulation software and SGs requires extra staff 

time or not. Once the software is perceived to be 

easy to use, then no previous staff experience is 

required Capece and Campisi (2013); Rubin, 

Fernandes and Avgerinou (2013), and thus, no 

extra staff contact time. On the other hand, if the 

software is complicated then extra preparation is 

needed, which leads to extra staff time. However, 

the 21st-century students who are raised in a 

digital world are familiar with complicated 

technologies and computer games are part of their 

everyday life Malliarakis and Mozelius (2015). 

Fifth, cost, the use of SGs provides a cost-

effective approach for reaching different learners 

and meeting continuous learning requirements 

Chen (2014); Lee, Hsieh and Ma (2011)). 

Learning environment is a crucial factor because 

it controls 4 other factors, which are staff contact 

time, students’ access, usage of space and cost. 

Table 1 shows the controlled factors by learning 

environment. reaching different learners and 

meeting continuous learning requirements Chen 

(2014); Lee, Hsieh and Ma (2011)). Learning 

environment is a crucial factor because it controls 

4 other factors, which are staff contact time, 

students’ access, usage of space and cost. Table 1 

shows the controlled factors by learning 

environment. 

 

Table 1: The controlled factors by the learning environment factor 

 Lectures Assignments 

Staff contacts’ time Time limited to usual 

lectures or extra lectures 

Time to reply to students 

queries and questions 

Students’ access Limited Unlimited 

Usage of space Use of computer lab No use of space 

Cost The cost of the serious 

game and running the lab 

The cost of the serious 

game 

 

Table 2 compares the several attempts of using 

SGs for teaching computer programming in terms 

of the country, learning environment, staff 

contact time, student access, usage of space and 

cost. 

 

Based on the World Economic Situation and 

Prospects book United-Nations (2018), the 

countries were classified based on their economy. 

Figure 1 shows the percentage of the studies that 

were conducted in each country group. The figure 

shows that 75% of the studies were conducted in 

developed countries, in which there are no 

barriers in terms of the computing infrastructure 

or technology budget. Only 25% of the studies 

considered developing countries to test the use of 

SGs in teaching computer programming. While 

applying SGs in teaching computer programming 

in developing countries, several barriers 

appeared, such as the fragile computing 

infrastructure, lack of technology budget 

Talebian, Mohammadi and Rezvanfar (2014); 
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AlAmmary (2012) and cultural issues Farid, 

Ahmad, Niaz, Arif, Shamshirband and Khattak 

(2015). There are not enough studies and research 

to prove the possibility of the successful 

implementation and usage of SGs for teaching in 

developing countries. This formulates the need 

for more studies to investigate the feasibility and 

possibility of using SGs for teaching in 

developing countries. Furthermore, all the 

presented studies in table 2 concluded that SGs 

enhanced students’ understanding of the covered 

topics and\or increased the motivation of the 

students. Using SGs can be done by assignments 

or lectures. Any of the two choices can affect and 

change several factors. Yet, no study compared 

the two approaches and investigated which 

approach achieves better results. This forms a gap 

that needs to be addressed, explored and 

analysed. Thus, there is a need for designing an 

experiment to investigate the effect of using SGs 

in teaching computer programming and to find 

the best approach to use such alternative. Further, 

there is a need to conduct the experiments in a 

developing country to investigate the feasibility 

and possibility of using SGs for teaching in 

developing countries. Designing and conducting 

the experiments will be answering the following 

research questions: 

1. Does the use of serious games affect 

students’ understanding of computer 

programming concepts? 

2. What is the best approach for using 

serious games in teaching computer 

programming? 

3. Is it possible to use serious games for 

teaching computer programming in 

developing countries?  

 

Figure 1: Studies by country, See also Table 2. 

  

 

Table 2: Serious games studies summary 

 

Study Country Learning Staff contact 

environment time 

Student 

access 

Usage 

of 

space 

Zhang, Caldwell and Smith 

(2013a) 

USA Tutorial alongside 

Extra lectures 

traditional lectures 

Limited access Lab 
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Malliarakis and Xinogalos 

(2014) 

Greece Labs alongside 

Extra lectures 

traditional lectures 

Limited access Lab 

Corral et al. (2014) Spain Labs alongside 

Extra lectures 

traditional lectures 

Limited access Lab 

Eagle and Barnes (2008) USA Extra lectures after 

Extra lectures 

the semester 

Limited access Lab 

Ross (2002) USA Assignments Regular 

lectures 

Unlimited 

access 

None 

Baker, Zhang and Caldwell 

(2012) 

USA Labs alongside 

traditional 

lectures 

Extra lectures Limited access Lab 

Liu (2008) Canada Assignment Regular 

lecture 

Unlimited 

access 

None 

Al-Linjawi and Al-Nuaim 

(2010) 

Saudi

 Arabia 

Extra lectures Extra lectures Limited access Lab 

Hillyard, Angotti,

 Panitz, Sung, 

Nordlinger and Goldstein 

(2010) 

USA Assignment Regular 

lectures 

Unlimited 

access 

None 

Miljanovic and Bradbury 

(2017) 

Canada Assignment Regular 

lectures 

Unlimited 

access 

None 

Zhao and Muntean (2019) Ireland Labs alongside 

traditional 

lectures 

Regular 

lectures 

Limited access Lab 

Watson and Lipford 

(2019) 

USA Labs alongside 

traditional 

lectures 

Regular 

lectures 

Limited access Lab 

Agalbato and Loiacono 

(2018) 

Italy Assignment Regular 

lectures 

Unlimited 

access 

None 

Comber,

 Motschnig,

 Mayer and 

Haselberger (2019) 

Austria Labs alongside 

traditional 

lectures 

Regular 

lectures 

Limited access Lab 

Jordaan (2018) South 

Africa 

Labs alongside 

traditional 

lectures 

Regular 

lectures 

Limited access Lab 

Malliarakis and Xinogalos 

(2017) 

Greece Labs alongside 

traditional 

lectures 

Extra lectures Limited access Lab 
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Erol and Kurt (2017) Turkey Labs alongside 

traditional 

lectures 

Extra lectures Limited access Lab 

Topalli and Cagiltay 

(2018) 

Turkey Labs alongside 

traditional 

lectures 

Regular 

lectures 

Limited access Lab 

Zhao, Chis, Muntean and 

Muntean (2018) 

3 

European 

countries 

Labs alongside 

traditional 

lectures 

Extra lectures Limited access Lab 

Mathrani and Ponder-

Sutton 

(2016) 

New 

Zealand 

Labs alongside 

traditional 

lectures 

Regular 

lectures 

Limited access Lab 

Ouahbi, Kaddari, 

Darhmaoui, 

Elachqar and Lahmine 

(2015) 

Morocco Labs alongside 

traditional 

lectures 

Extra lectures Limited access Lab 

Rozali and Zaid (2017) Malaysia Labs alongside 

traditional 

lectures 

Extra lectures Limited access Lab 

Rajeev and Sharma (2018) USA Labs alongside 

traditional 

lectures 

Extra lectures Limited access Lab 

Galgouranas and Xinogalos 

(2018) 

Greece Labs alongside 

traditional 

lectures 

Extra lectures Limited access Lab 

 

4. Methodology 

 

This section and the following sub-sections will 

describe the chosen students sample, the 

experimental design and tasks of the experiment, 

the used SG and the data analysis technique that 

will be used. 

 

4.1. Students sample 

 

Recruiting participants is a challenge, but since 

our target is university students, announcements 

will be made in the lectures about the experiment. 

The announcement day will be after the teachers 

covered specific programming concepts and not 

at the beginning of the semester. Because 

students will get distracted from all the 

information they will get at the start of the 

semester and to ensure that all the students 

understand that this experiment and its tests are 

independent of the module itself. After obtaining 

ethical approval, the experiment will be 

described for all the students on the 

announcement day highlighting all the benefits 

students can gain from participating. Students 

who want to participate will read and sign a 

consent form that describes the experiment from 

the beginning to the end. 

 

To decide who to recruit, the population must be 

analyzed. Since the study focuses on teaching 

programming concepts, we need to check the 
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population that want to participate in the 

experiment in terms of any previous 

programming experience and any experience in 

using the SG that we will use. Students with 

previous programming experience apart from 

high school programming materials and any 

previous knowledge of the chosen serious game 

will be excluded. The study Feigenspan, Kastner, 

Liebig, Apel and Hanenberg (2012) found that 

self-estimation of programming language 

experience for undergraduate students correlates 

with programming tasks. Thus, participants will 

be asked about their programming experience 

and about any familiarity with the chosen SG 

before including them in the experiment. 

 

With regards to the student sample and as Singh 

(2006) stated “the size of the sample depends 

upon the precision the researcher desires in 

estimating the population parameter at a 

particular confidence level. There is no single 

rule that can be used to determine sample size. 

The best answer to the question of size is to use 

as large a sample as possible”. Moreover, the 

study by All, Castellar and Looy (2016) 

conducted a semi-structured interview with 

experts who were defined as “staff members of 

an organization with a specific professional 

function and a specific experience and 

knowledge for this purpose”. The experts were 

chosen to have at least a PhD degree or still 

conducting relevant research, which evaluates 

educational interventions. The aim of the 

interviews was to define the preferred methods 

for conducting digital game-based learning 

effectiveness studies. The results reported that an 

absolute minimum suggested by the experts is 20 

participants per condition. Therefore, the study 

aims to recruit as many students as possible and 

ensure that a minimum of 20 participants is 

allocated to each group. 

 

4.2. Experimental design 

The chart in figure 2 presents the study 

experiment that follows a Comparative design, 

which is used to compare the effectiveness of 

different treatment modalities Kumar (1996). For 

example, to compare the effectiveness of three 

teaching models (A, B and C) on the level of 

comprehension of students in a class. The 

experiment design consists of three groups as 

follow: 

1. The Control Group (CG): students will only 

take Pre- and Post-Tests. 

2. The First Experiment Group (EG1): students 

will take the Pre- and Post-Tests. Students in 

this group will take an induction lecture 

followed by an assignment, where they will 

use the serious game to learn and apply their 

knowledge of programming. The group will 

take 2 weeks to complete the assignment. 

3. The Second Experiment Group (EG2): 

students will take the Pre- and Post-Tests. 

Students in this group will take lectures, 

where they will be guided to use the serious 

game to finish the same assignment as 

students in EG1. The group will take 4 

lectures, 2 hours each to complete the 

assignment. 

All et al. (2016) conducted interviews with 

experts to define the preferred methods for 

conducting digital game based learning 

effectiveness studies. The results of the study 

showed that randomization has been accepted by 

all experts as the preferred method for assigning 

the participants to condition. However, Matching 

has been suggested by most of the experts (12 out 

of 13) as a method to guaranteeing similarity 

between conditions and controlling for certain 

variables. Table 3 provides an overview of 

variables to match participants in different 

conditions as suggested by the experts. 

 

Figure 2: Research experiment 
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The students' distribution in the groups will be 

based on their previous knowledge represented 

by the pre-test scores. Students will be divided 

equally into the three groups according to their 

scores instead of randomly distributing them to 

avoid bias. Part 1 in figure 2 shows that the 

chosen student sample will take a pre-test and 

based on the results, the students will be divided 

into the three groups shown in part 2 of the figure. 

Part 3 of figure 2 shows that the students will 

take a post-test. After completing the test and as 

shown in part 4 of figure 2, the results will be 

analyzed using ANOVA and post-hoc tests. Since 

we have two experimental groups and one 

controlled group, and the data collection will be 

based on a between-subject design, where 

different groups of people are assigned to each 

group. The tasks that will be assigned to the 

groups are different from one group to another. 

But the common task will be the pre-post-tests. 

Students in all three groups will take the same 

tests. The EG1 involves playing a serious game 

as an assignment, where students will be given a 

short induction lecture and they will be provided 

with the required tools to complete the task. They 

will be given 2 weeks to complete their task. The 

students in this group will have a 24/7 access to 

the serious game either from the university or 

from their personal computer devices. On the 

other hand, the EG2 is limited to 4 lectures, 2 

hours each, where students will be guided on how 

to use the serious game to complete the required 

task. The students will have access to the serious 

game through the university computers only and 

have limited hours. Table 4 shows the location, 

covered topics and the duration for the 

experimental groups. 
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Table 3: Variables suggested to match on. 

Variables Description 

Previous knowledge Matching on prior academic achievement or pre-test scores 

Ability Matching on different ability levels (e.g. Low, medium and 

high achievers) 

Motivation Matching on motivation towards the learning content 

Game experience Matching on previous experience with games 

Gender Matching on gender (male\female) 

Age Matching on age\age categories 

SES Matching on socio-economic status 

 

Table 4 Task design. 

 Experiment group 1 (EG1) Experiment group 2 

(EG2) 

Location Any University lab 

Covered topics Variables, methods, objects, 

strings, loops and arrays 

Variables, methods, 

objects, strings, loops 

and arrays 

Duration 2 weeks 4 lectures, 2 

hours each 

 

 

4.3. Pre- and post- tests 

The pre- and post-tests will be used to measure 

students understanding of a specific computer 

programming concepts, such as variables 

declaration, methods calling, strings, loops and 

arrays. Both tests are formed of 20 multiple 

choice questions each and designed using g 

Alliger and Horowitz (1989) concept of multiple-

choice tests to eliminate the guessing from 

changing the score of the test. Each question has 

a subsequent question asking if the student knows 

the answer or the student is just guessing. Figure 

3 shows an example. In the pre- and post-tests, 

the questions are divided as follow: 

1. The first 2 questions are about 

variables and methods declaration. 

2. Questions (3, 4, and 6) are about 

calling methods. 

3. Question 5 is about creating an 

object. 

4. Questions (7, 8, 9, 10, and 11) are 

about Strings and its methods. 

5. Questions (12, 13, 14, 15, and 16) 

are about Loops. 

6. Questions (17, 18, 19, and 20) are 

about Arrays. 

 

Using this concept in the tests allows to eliminate 

the guessing factor or knowing the correct 

answer by luck. Also, by using this concept we 

can get the answers in the traditional way by just 

marking the right answer or we can add the filter 

“Yes, I know the answer” so we can get the mark 
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based on the actual understanding of the topic 

that is being tested. Moreover, using this concept 

can reveal the misunderstanding of a certain topic 

when the answer is wrong but marked as “Yes, I 

know the answer”. Another factor can be 

identified and analyzed, which is either the 

increase or the decrease of confidence in the 

knowledge when answering the questions 

between the pre-and the post-tests. 

Figure 3: Question example 

 

 

4.4. Variables 

We have one Independent Variable (IV) with 

three levels and each level is assigned to a group. 

The CG has class lectures as the first level. The 

EG1 has the serious game assignment along with 

the class lectures as the second level. The EG2 

has the extra serious game lectures along with the 

class lectures as the third level. Table 5 shows the 

three IV levels, their assigned group and their 

allocated task. 

Table 5: Independent variable levels. 

Independent variable levels Group Task 

Level 1 Control group (CG) Attend class lectures 

Level 2 First experimental group (EG1) Attend class lectures 

and take the serious 

game assignment 

Level 3 Second experimental group (EG2) Attend the class 

lectures and extra 

serious game lectures 

 

The study has one dependent variable (DV), 

which is students’ understanding that will be 

measured by the marks of the post-test. Students 

in all three groups will take the same test at the 

end of the experiment as shown in part 3 in figure 

2. 

4.5. The used serious game 

The selected SG is Robocode which is short for 

“Robot Code”. It is an open-source Java-based 

virtual robot game that is intended to teach 

object-oriented programming concepts. The 

Robocode game consists of a robot-development 

tool and it simulates a virtual battlefield where 

robots can battle against each other. The player 

programs the robot commanding it how to 

perform and respond to events arising in the 

battlefield. Thus, Robocode forms a space for 

students and learners to learn and apply their 

knowledge in OOP. It covers writing classes, 

reading, analyzing and using existed code, event 

handling and message passing Bonakdarian and 

L. (2004). Robocode battles are running in real-

time and on-screen. The game starts at least with 
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two robots and each one of them starts with the 

energy of 100 and dies when it drops to zero. The 

game ends when there is only one robot left on 

the battlefield or when the time runs out. Robot 

class is automatically generated when creating a 

new robot and the class contains a run method 

with an infinite loop that defines the default 

behavior for the robot. Additionally, the object 

has methods such as onScannedRobot, 

onHitWall, and onHitByBullet which are 

responsible for handling a response to a 

particular event by calling other methods which 

will perform some actions either by moving the 

robot or investigating about the opponent robot.  

 

What makes Robocode a good game for learning 

is that it represents the object with a visual 

activity. The students or learners can see the 

results and consequences of their implementation 

and calculations live on the battlefield. 

Furthermore, the rules of the game in terms of 

losing and gaining energy requires deep thinking 

and push students or learners to use different and 

analyzed strategies. Because when a robot fires a 

bullet, the same robot loses energy with the same 

amount of the firepower, which makes the game 

not only about firing bullets. However, if the 

bullet hits another robot, the robot will gain back 

some energy and the opponent tank will lose four 

times the firepower. Hence, making a decent 

robot requires such an implementation that 

effectively fires and dodges bullets. A notable 

feature of Robocode is that it allows the users to 

instantly view and test their robots' behavior 

against different provided sample robots. This 

makes the testing and debugging easy and 

interactive. Thus, making the game covers 

several stages of the software development 

process. Moreover, the battling and challenging 

feature of the game provides a competitive and 

fun factor that acts as an attraction feature for the 

students. The game acts as a motivational 

element to impulse the students to study and 

understand different programming concepts to be 

able to create a robust robot, which will lead into 

adding to the overall students' experience. 

Robocode creator Mat Nelson stated that 

Robocode is "like chess, simple to learn, difficult 

to master" Triplett (2002), since a simple robot 

can be developed in minutes, where a 

sophisticated robot can take months of 

development. This means that Robocode can be 

used on various levels of students and even on 

experienced Computer Science graduates. 

Further, Hartness (2004) stated that Robocode 

can be used to encourage students to master 

difficult concepts and apply their knowledge in 

an interesting situation. Also, they can use 

Robocode to apply their knowledge without the 

need for mastering all the details of the game. 

 

4.6. Data analysis 

Since we want to compare the mean of different 

groups. T-test can be used to compare the 

different groups in pairs and repeat this process 

to test the multiple groups. However, using 

multiple t-test comparison is not appropriate 

statistical practice. Because the chance of 

committing a type I error (false positive, rejecting 

the null hypothesis when it is true) is high 

Weaver, Morales, Dunn, Godde and Weaver 

(2017). Instead of using multiple t-test 

comparison, Analysis of Variance (ANOVA) can 

be used to compare the mean of multiple groups. 

For example, the study Ashby, Sadera and 

McNary (2011) used ANOVA to compare the 

student success between developmental math 

courses offered online, blended and face-to-face. 

Since we have three different groups, ANOVA 

will be used to compare the effect of the method 

of learning programming on the students 

understanding represented by the multiple-choice 

post-test they will take. Weaver et al. (2017) 

listed five assumptions that must be satisfied 

before using ANOVA, which are: 
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1. Data type: “The dependent variable 

must be interval or ratio. 

Additionally, the independent 

variable should have two or more 

categorical groups”. This means that 

the dependent variable must be 

continuous, such as height measured 

by cm or exam scores measured by 

numbers. The independent variable 

represents the independent groups 

and normally ANOVA is used when 

there are three or more categories or 

groups, such as ethnicity or 

treatment type. ANOVA can be used 

for two groups but using t-test is 

more common in this situation. 

2. Distribution of data: “The data 

follow a normal distribution. This 

includes the dependent variable’s 

distribution within each category 

(group) of the independent variable”. 

This means that a test for data 

normality must be applied on the 

dependent variable for each 

independent variable level 

separately. The one-way-ANOVA is 

robust to violations of normality, 

which means that this assumption 

can be a little violated and still 

provide valid results. 

3. Independent samples: “The samples 

are independent (with the exception 

of rANOVA); independent samples 

have no effect on one another”. It can 

be also referred as independence of 

observations, which means that there 

must be different participants in each 

group with no participant being in 

more than one group. This 

assumption is a matter of design, in 

which using a between-subject 

design will satisfy this assumption. 

The between-subject design means 

that different groups of people are 

assigned to each group unlike the 

with-in subject design were the same 

group will do all the tasks. 

4. Homogeneity: “The variance of the 

populations must be equal, meaning 

the populations must have an equal 

spread around the mean”. This 

means that the groups’ variances 

must be homogeneous. This 

assumption can be checked using 

Levene’s test for homogeneity of 

variances. 

5. Random sampling: 

“Theobservationsarerandomlysampl

edandareindependentfromoneanothe

r”. This means that each data point in 

the population has an equal chance 

of being included in the sample. The 

independent samples part has been 

described in point 3. 

If all the previous assumption were met and 

ANOVA was used. The result will only show if 

there is a significant difference in the mean 

between the tested groups or not. If the result 

showed that there is a significant difference in the 

mean. It will not determine which group is 

statistically different from the other. In order to 

specify where the differences lie, there is a need 

to use post-hoc tests, such as Tukey honestly 

significant test (HSD) Weaver et al. (2017). 

5. Results and discussion 

The experiment was conducted in universities in 

Jordan as a case study of a developing country. 

The experiment was conducted in Applied 

Science University, Petra University and the 

University of Jordan. The experiment aimed to 

investigate the positive impact of using 

simulation software and SGs for teaching 

computer programming and to identify the best 

approach of using this method in teaching to 

increase the potential outcomes. Also, to 

investigate the feasibility and possibility of using 

SGs for teaching in developing countries. 
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Meetings with the coordinators of the 

programming courses for Year 1 students took a 

place in three universities. Topics, such as how to 

interact with students and how to announce the 

competition were discussed. Permissions were 

granted from the teachers of the programming 

modules for year 1 students in all majors to make 

a presentation in the lectures to introduce the 

students to the competition. Interested students 

who want to participate were asked to sign in a 

consent form. 123 out of roughly 400 students 

showed interest and signed in for the experiment, 

in which 81 were males and 42 were females. 

Following the framework, a pre-test has been 

conducted to evaluate the students' programming 

skills and knowledge and it was given to all 

available year 1 students. 174 students completed 

the pre-test to ensure we have a control group that 

matches the two experimental groups.  

Following the framework and as shown in Part 1 

in figure 2. Students who signed for the 

experiment were divided into two groups equally 

based on their marks in the test to ensure that each 

group has students on the same level. Then 

students were informed, in which group they are 

and the students in the first experimental group 

who meant to work on their own were given 

access to a website, where they can download the 

software development kit they need to build their 

own robots and to use it for submitting the final 

work. Also, the students were given a document, 

which acts as a short tutorial to help them start 

with the game. The students in the second 

experimental group who meant to take tutorials to 

build their robots were informed of the times that 

a computer laboratory was booked to start 

developing the robots. The structure of the 

tutorials is as follow: 

1. Tutorial 1: The students were welcomed 

and guided through the steps to 

download the Robocode software 

development kit and install in on the 

machines. Then, the students were 

shown how to start the game and how to 

do simple and basic stuff, such as starting 

a battle and creating new robots. The 

students were asked to change the initial 

code, which is automatically generated 

when a new robot is created and see the 

results of the changes by playing the 

game. Some rules were explained to the 

students, such as the rules of firing 

bullets and the energy calculation, 

information about the battlefield and its 

coordination, the movement methods 

and its parameters and the anatomy of the 

robots, which consists of three main 

parts, which are body, gun and radar. 

2. Tutorial 2: Reaching the second tutorial, 

the students were already familiar with 

the basics of Robocode so they were 

introduced to the events in the game and 

how can the events be used and what data 

can be retrieved from the occurrence of a 

certain event. The students were 

introduced to the getters, in which they 

can retrieve information about other 

robots in the battlefield, such as the 

robot’s energy, distance and X and Y-

axis. The students were then asked to 

start targeting the other robots by 

calculating the distance between the two 

robots and accordingly assign a suitable 

firepower to the fired bullets. 

3. Tutorial 3: In the third tutorial, the 

students were asked to create their own 

robot behavior and to draw a design. 

After that, the students started 

developing their robots based on the 

created design. During the development, 

the students were given assistance and 

guidance to help them in completing the 

objectives. 

4. Tutorial 4: During the final tutorial, the 

students continued the work on their 
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robot’s design and at the end of the 

tutorial the students tried their robots 

against each other to help them tune their 

robots. Finally, the students submitted 

their final work using the provided 

website. 

43 students (29 male and 14 female) from the two 

experimental groups completed the tasks, 

submitted their final work and completed the 

post-test. Another 20 students (14 male and 7 

female) who represent the control group 

completed the post-test. The small number of 

students who completed the experiment can be 

justified by the timing of the experiment, in 

which most of the students who drooped from the 

experiment referred that to the timing of 

experiment being at the end of the semester, in 

which the students had many assignments and 

assessments. However, the timing of the 

experiment can’t be changed, because students 

must cover different programming concepts 

before getting involved in the experiment. 

5.1. Results and discussion 

ANOVA statistical test was chosen, and ANOVA 

five assumptions must me be satisfied before 

using ANOVA. The assumptions will be checked 

and make sure they are all met as shown below:  

 

1. Data type: The dependent variable data 

must be interval or ratio. The dependent 

variable data we have is interval, which 

is represented by the exam scores. 

2. Distribution of data: The data must be 

tested to check if it is normally 

distributed. Shapiro-Wilk test was 

chosen as a test for data normality 

because several studies stated that 

Shapiro-Wilk test is the most powerful 

normality test, such as Farrell and 

Rogers-Stewart (2006); Keskin (2005). 

In Shapiro-Wilk test, a null hypothesis 

H0 means the population is normally 

distributed and the alternative hypothesis 

H1 means the population is not normally 

distributed. If the significant value 

obtained from the results is greater than 

0.05 that means that the data came from 

a normally distributed population and if 

the significant value was less than 0.05 

that means the null hypothesis is rejected 

and the sample population is not 

normally distributed. Table 6 shows the 

results of applying Shapiro-Wilk test on 

all three groups. 

As shown in table 6, the significance value 

for all three groups is greater than 0.05, 

which means we accept the H0 that the data 

came from a normally distributed 

population. 

 

Table 6 Shapiro-Wilk test results. 

Normality test Shapiro-Wilk test  

 Statistic value Significant (P-

value) 

Control group 0. 969 0. 725 

First experimental group 0. 979 0. 904 

Second experimental group 0. 960 0. 552 

   

 



Journal of Positive School Psychology http://journalppw.com  

2022, Vol. 6, No. 7, 4373-4401 
 

 

3. Independent samples: The research 

design followed the between-subject 

design, in which different groups of 

people are assigned to each group. Thus, 

there are different participants in each 

group, which means the samples are 

independent. 

4. Homogeneity: To check this assumption, 

Levene’s test of homogeneity was used. 

The original Levene’s test used only the 

mean. Brown and Forsythe (1974) 

extended the test to use the median or 

10% trimmed mean. The 10% trimmed 

mean is the mean of the observations 

after removing the largest and smallest 

10% values in that group. Levene’s test 

null and alternative hypotheses are 

defined as: 

• H0: The data samples have equal 

variances. 

• H1: The data samples don’t have 

equal variances. 

Levene’s test was applied on the data using 

the mean, median and 10% trimmed mean 

to test the hypothesis that the groups’ 

variances are equal. Below are the results: 

a) Use of mean: The p-value was 

0.6686. 

b) Use of median: The p-value was 

0.7258. 

c) Use of 10% trimmed mean: The 

p-value was 0.6725. 

All three tests failed to reject the null 

hypothesis at the 0.05 significance level. 

There is insufficient evidence to claim that 

the variances are not equal and, thus, this 

assumption for using ANOVA is satisfied. 

5. Random sampling: The samples were 

randomly selected and were randomly 

assigned to the groups. The matching in 

the groups was based on the marks but 

the process of assigning the participants 

to the groups was done randomly. 

After all five assumptions were satisfied, 

ANOVA will be applied on the results of the post-

test to test if there are any differences between the 

three groups. Sullivan and Feinn (2012) defined 

effect size as “the magnitude of the difference 

between groups”. It helps readers understand the 

magnitude of differences found. The p-value can 

inform the reader whether an effect exists while 

the effect size will reveal the size of the 

intervention effect. For illustrative purposes, 

effect sizes were calculated using the sample size, 

mean and variance of the three groups. The 

results showed the following: 

1. The effect size for EG1 vs EG2 is 

f=0.2288 

2. The effect size for EG1 vs CG is 

f=0.4343 

3. The effect size for EG2 vs CG is 

f=0.2178 

4. The overall effect size is f=0.4343 

Sullivan and Feinn (2012 defined statistical 

power as "the probability that your study will find 

a statistically significant difference between 

interventions when an actual difference does 

exist". If statistical power is high, the likelihood 

of deciding there is an effect, when one does 

exist, is high. The power was calculated using the 

achieved overall effect size, which is 0.4343 and 

with the significance level set to 0.05. The result 

showed that the power is 0.8683 which means 

that the significant results are reliable due to the 

reduction in probability of type II error. 

 

ANOVA is used to determine whether there are 

any statistically significant differences between 

the means of groups. ANOVA generates two 

hypotheses, which are: 
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• H0: There are no statistically 

significant differences between the 

means of the groups. 

• H1: There are statistically significant 

differences between the means of the 

groups. 

 

Running ANOVA showed that the effect of 

teaching approach on students results in the post-

test was significant, F (2, 61) = 6.01, p = 0.004. 

This means we reject the null hypothesis H0 and 

accept the alternative hypothesis H1. Table 7 

shows the mean and standard deviation for all 

three groups. Table 8 shows the generated table 

from running ANOVA and figure 4 shows the 

ANOVA boxplot. 

 

 

Table 7: Groups mean and standard deviation. 

 Experimental group 1 Experimental group 2 Control group 

Mean 12.695 14.5 11 

SD 3.308 3.12 3.245 

 

Table 8: Result of running ANOVA 

 Sum of squares Df Mean square F Sig. 

Between groups 125.4898 2 62.7449 6.019 0.004 

Within groups 635.8696 61 10.42409   

Total 761.3594 63    

 

Figure 4: ANOVA boxplot. 

 

ANOVA test will only show that there is a 

significant difference in the mean. It will not 

determine which group is statistically different 

from the other. In order to specify where the 
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differences lie, there is a need to use post-hoc 

tests, such as Tukey honestly significant test 

(HSD) Weaver et al. (2017). HSD was used as a 

post-hoc test to investigate where the differences 

occurred between the three groups. HSD is 

designed to compare each of the conditions 

(groups) to every other condition (group). Thus, 

it will compare EG1 with EG2, EG1 with CG and 

EG2 with CG. HSD will run three times and each 

time it generates two hypotheses, which are: 

• H0: There are no statistically significant 

differences between group 1 and group 2. 

• H1: There are statistically significant 

difference between group 1 and group 2. 

Running HSD showed the following: 

• EG2 and CG differed significantly at 

p<.05, in which the p-value was 0.002. 

Thus, H0 is rejected and the alternative 

hypothesis H1 is accepted. 

• EG2 and EG1 were not significantly 

different, in which the p-value was 0.16 

and, thus, the null hypothesis H0 is 

accepted. 

• EG1 and CG were not significantly 

different, in which the p-value was 0.19 

and, thus, the null hypothesis H0 is 

accepted. 

The statistical test ANOVA showed that there is 

a statistically significant difference between the 

three groups. When HSD was applied to 

investigate further. The results showed that 

students in the second experimental group, where 

students used the SG and took the tutorials 

(M=14.5, SD=3.12) achieved significantly higher 

marks in the post-test compared to the control 

group, where students didn't use the serious game 

(M=11, SD=3.24). HSD didn't identify any 

significant difference between the students in the 

second experimental group and students in the 

first experimental group (M=12.695, SD=3.308). 

Also, the results showed that there is no 

significant difference between the students in the 

first experimental group and students in the 

control group. 

The statistical analysis shows that the test 

results are significantly different for the three 

groups. The significant difference occurred 

between the control group and the group that used 

the serious game through tutorials. The difference 

between the other groups is big but not 

significant. Considering the test results, which 

represents students' understanding of the covered 

concepts. It can be concluded that using SGs 

through tutorials is the best approach for using 

SGs in teaching computer programming. 

Furthermore, conducting the experiment in 

Jordan as a case study of a developing country 

showed that using serious games for teaching in 

developing countries is possible. The barriers 

represented by the fragile computing 

infrastructure and the lack of technology budget 

didn't affect the possibility and feasibility of 

using this approach in teaching. Conducting the 

experiment in Jordan as a case study of a 

developing country answered all the research 

questions as follow: 

1. Does the use of serious games affect 

students’ understanding of computer 

programming concepts? 

The data analyses showed that using SGs 

enhanced students’ understanding in computer 

programming concepts.  

2. What is the best approach for using 

serious games in teaching computer 

programming? 

The data analyses showed that students’ 

marks after using the SG through tutorials 

are significantly better than students’ marks 

who didn’t use the SG. Thus, this study 

concludes that using SGs through tutorials 

is the best approach for using this method 

in teaching. 
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3. Is it possible to use serious games for 

teaching computer programming in 

developing countries? 

Conducting the experiment in Jordan as a 

case study of a developing country showed 

it is possible to use SGs for teaching in 

developed countries as the requirements for 

using this method of teaching are simple 

and are easily accessed. 

6. Conclusion 

The use of SGs was suggested by many studies as 

a solution for the difficulties in teaching 

computer programming, which could help in 

decreasing the attrition and failure rates. 

Numerous studies have used SGs for teaching 

computer programming. The results showed that 

SGs enhanced students’ understanding of the 

covered concepts and\or increased the students’ 

motivation. However, a gap was found since no 

study compared the different approaches of using 

SGs to increase the effectiveness of the used SG. 

This study compared two different approaches 

for using SGs in teaching, which are assignments 

and tutorials. Also, the study conducted the 

experiment in Jordan as a case study of a 

developing country to investigate the possibility 

and feasibility of using SGs in developing 

countries. 

 

A framework was designed by combining five 

key factors for the success of using simulation 

software and SGs. The factors are learning 

environment, usage of space, students’ access, 

staff contacts’ time and cost. The framework 

consists of 2 experimental groups and 1 control 

group. The first experimental group used a 

serious game called Robocode to complete an 

assignment and they had unlimited access to the 

game. The second experimental group used the 

same serious game through lectures to complete 

the same assignment, but they had limited access 

to the game. The control group didn't use the 

serious game and they only attended the module 

lectures and labs. After completing the 

assignment, students in all groups completed a 

test to measure their understanding of the covered 

concepts. The results showed that using SGs 

through lectures is significantly better than not 

using SGs at all and it achieves better results in 

terms of students’ understanding. Also, the study 

found it is possible to use SGs for teaching in 

developed countries. 

 

Part of the future work is to conduct the same 

experiment but using different SGs to check if the 

same results will be achieved. Moreover, the 

study recommends using the framework and 

conducting the same experiment in other 

countries, both developing and developed to see 

if the same results can be obtained. 
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